Evaluation of an industrial case of gamification in software quality improvement
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Abstract

The value of industrial-scale gamification interventions for improving software quality is a topic of interest for software engineering research; but it has not frequently been analysed from the perspective of the developer’s experiences. The objective of this study is to qualitatively evaluate developers’ experiences in a team-based, leaderboard-style gamification intervention in a large software house. To understand the dynamics of positive outcomes in improving code security and quality, semi-structured interviews were conducted regarding both technical and psychosocial aspects. Eight members of three different leaderboard teams with different standings in the final leaderboard were interviewed, and the transcripts were examined using Interpretive Phenomenological Analysis. The results showed that the gamification intervention did result in positive individual and team-based awareness and behaviour change in a range of technical practices such as unit testing, code reviewing, and design. Post intervention, the participants discussed how their motivation, sense of belonging, and communication improved, also expressing concerns over attainability and fairness of gamification goals and relevance to existing workload. The experiential perspective emerging from analysed themes gives broader insights in technical and socio-psychological dimensions than available in the current literature.
1. Introduction

Lately, within the software engineering sector, there have been many difficulties facing the developers with regards to meeting software quality requirements, especially in terms of implementing a secure software engineering life cycle. All this happens while the recent practices, such as agile and DevOps that emphasise faster and continuous deployment pipelines, are becoming more common in software development for large-scale systems [1]. One way to manage the balance between meeting deadlines and quality expectations is to improve the developers’ motivation and engagement. As such, software quality has been one of the target areas of gamification applications in software development. Although recent years have seen an increase in gamification applications in software industry with practitioners as opposed to small-scale studies in software-related university student populations, more studies are needed that empirically evaluate and provide practical results for gamification in industrial-scale software engineering [2]. For this reason, the current study aims to contribute to filling this gap, from a human-factors point of view, by carrying out a qualitative evaluation of participant responses transcribed from semi-structured interviews in a long-term, team- and leaderboard-based gamification intervention for code security and quality improvement in a large software house. Our main goal is to be able to find and analyse important and distinctive technical and social themes in the perceptions and experiences of team members, who took part in the leaderboard-based gamification, by using a specific qualitative analysis method called Interpretative Phenomenological Analysis [3]. To reach the aims mentioned here, the observations concerning the leaderboard experience of the employees are based on the following two main research questions:

RQ1: What are the technical benefits and impediments brought about by the leaderboard for improving software code security and code quality?

RQ2: What are the socio-psychological impacts of the leaderboard on the individuals and their teams with respect to factors such as motivation, engagement, communication, and socialisation?

The rest of this article details this empirical evaluation study, first introducing gamification in software engineering and the details of the particular gamification intervention.

1.1 Background: Approaches to Gamification in Software Engineering and in the Workplace

Gamification is defined as the “use of game design elements in non-game contexts” [4]. With respect to human-resources, gamification techniques in industrial settings are being used for several purposes including, but not limited to, recruitment, onboarding of new hires, training employees, and employee performance enhancement, in addition to many management areas such as finance, governance, logistics, marketing and so on [5] [6]. At its core, the salient reasons for employing gamification techniques are to improve the motivation, engagement, performance and participation of individuals [6][7]. Although it was shown that there are several cases where gamification has been successfully applied in the workplace and resulted in increased engagement and revenue, the diverse nature of the corporate environment requires research to validate the efficacy of gamification in different settings [7]. Gamification has been examined in the software engineering literature for a while now, and using game elements has been posited to have the potential to improve software processes [8]. Adopting gamification techniques in the software engineering domain has an increasing trend, and there have been on-going experiments to apply gamification both to the parts and the entire software development cycle, such as requirements gathering, development, testing, management, and support processes [2], [9]. It has been found that gamification can have an increased motivational drive for practitioners to work on good coding practices [10]. More specifically, giving continuous feedback results in increased practitioner motivation to work on software quality, in addition to enhancing learning and knowledge transfer [11]. Moreover, adopting gamification techniques have also been reported to improve practitioners’
test case writing habits [12]. There have been efforts towards the personalization of gamification systems in software development as well [13].

In addition to individual effects of gamification, many studies have focused on the potential collective effects of gamification, mainly for improving teamwork, communication and overall performance. For instance, it was shown that providing feedback on team performance was positively associated with task commitment and performance [14]. Moreover, it was found that team cohesion, i.e. being/feeling as part of a team, positively affects perceived control, concentration, and enjoyment levels [15]. Additionally, it was shown that gamification approaches could work towards creating a positive atmosphere within teams, and improve knowledge sharing [16] [17]. Although pure cooperation-oriented gamification approaches can be employed with success, it was found that inter-team competitions are more likely to foster enjoyment and participation when compared to pure cooperation or pure competition in the crowdsourcing context [18]. Integrating games into traditionally non-game based settings (i.e. workplace) was shown to have positive consequences [19].

Leaderboards have been shown that they are effective both in terms of team building and team reinforcement [13]. They are also usually found to be one of the most utilised elements in gamification [20], [21]. More specifically, leaderboards can be useful for encouraging meetings, social gatherings, informal communications, technical discussions, and monitoring purposes [22]. They are also beneficial for completing training, improving the relationships between team members, supporting newcomers, introducing additional challenges and incentives, and avoiding excessive work that might result in burnout (e.g., reversed leaderboards where being at the bottom would be the goal). When the leaderboard is at a team level, there is a “dependent competition” where, although there is a competition between teams, the team members need to depend on each other to perform well [23].

Using leaderboards in gamified systems has some potential risks as well. If leaderboards are not carefully constructed, they might not result in the intended results, and can even actively undermine the desired outcomes [24]. For instance, designing over-competitive systems may result in intimidation and pressure, which might consequently decrease motivation [24]. Another threat is that people or teams that are at the bottom of a leaderboard might feel that they are incompetent, which would undermine their purpose. As a result of this, they might completely abandon the gamified initiative. Another potential pitfall is the “fairness” problem. Leaderboards, and how points are scored in it for instance, can be susceptible to criticism from the employers in the organisational settings [5]. Therefore, it is imperative to understand the user perspective in an ecologically valid way.

To sum up, researching leaderboards in organisational settings is important to understand their efficacies and limitations. Although there has been a relatively larger body of literature in the education and learning domains, studies focusing on the workplace gamification still need to catch up [7], [25]. More specifically, additional empirical research is needed to be able to evaluate the pros and cons of implementing gamification in organisational settings [7]. Method-wise, qualitative studies are seldom used in software-related gamification studies [26]. Therefore in this study, we conduct semi-structured interviews with employees who have gone through a leaderboard-based gamification intervention, which was deployed to improve software quality and security at a software development company. We aim to understand individual subjective experiences and the efficacy of the gamified application. We analyse the interviews using Interpretative Phenomenological Analysis, a qualitative method, to the best of our knowledge, not previously used in gamification of software engineering processes in industrial settings. Thus we hope to contribute to the momentum of gamification studies in software engineering by a qualitative evaluation of a leaderboard-based gamification intervention on improving the challenges in software quality including software security in an industrial setting.
1.2 Challenges in Improving Software Quality

A successful multi-year initiative, called NaPiRE for “Naming the Pain in Requirements Engineering”, summarises the status quo and challenges in requirements engineering — a subdiscipline of software engineering — by industrial and academic surveys [27]. Unfortunately, as far as the literature is concerned, there appears to be no corresponding initiative for software quality. There are noticeable gaps between academic research and industry practices in software quality assurance and improvement as well as lack of empirical user studies, especially concerning heterogeneous, diverse, and real-world software systems [28], which take socio-technical issues into account [1].

A critical feature of improving software quality is improving security. In fact this was one of the main motives behind the gamification intervention in the current study. A recent survey of Finnish agile software practitioners [29] has shown that there is a discrepancy between the level of use and the perceived security impact of software security engineering practices. The possible reasons were depicted as developers’ limited awareness of security engineering practices, and developers finding some of the practices hard to integrate with agile life cycles. Organisational awareness, cross-functional teams, verification tools, environments, and methodologies have been found in a recent multi-method study to be among the moderating factors that need better understanding by software development organisations attempting to materialise security improvement methods [30]. However, the socio-technical factors that have been found to affect the level of secure practice uses may not be straightforward to implement unless increased engagement and motivation to perform such practices are enhanced in individuals and teams, thus making the domain of secure software engineering a good candidate for gamification [2].

Generalizing to software quality including software security, building and maintaining the motivation around teams for software quality is difficult under fast delivery cycles and ‘under pressure’ situations. Especially shorter delivery cycles undermine the quality and security, and accumulate the ‘technical debt’, which needs to be addressed eventually, and sometimes never done. The adoption of continuous delivery has been found in industrial case studies to negatively affect the quality of the source code, increase the number of security vulnerabilities, introduce code smells and duplicated codes, to be able to improve customer satisfaction-focused metrics, such as delivery rates [31]. The challenges exemplified here make software quality improvement a good candidate for gamification interventions, since gamification can contribute positively by creating a motivational dimension for higher quality software. The main inspiration behind the empirical evaluation in this study is the lack of knowledge related to various socio-technical aspects of improving software quality through a gamification intervention. Research questions to be elaborated in the next section are organised under technical impacts (RQ1) and socio psychological impacts (RQ2) based on the factors detailed in the literature cited.

2. Methods and Setting

In this section, the industrial setting of the leaderboard-based gamification intervention is introduced, which is followed by the methodological details of the qualitative approach taken in evaluation of the intervention.

2.1 Setting the Context: A Leaderboard-based Gamification Experience for Code Quality Improvement

This study focuses on a large-scale software company that has been developing enterprise-level software, which applied a leaderboard-based gamification system in 2020. The company had 19 product groups as the main departments with a total of 56 product development and operations teams in the banking and finance industry, and a workforce of around 900 people involved in the product development pipeline. The product groups were organised as feature teams; this means that
they had front-end and back-end software developers, business analysts, testers, project managers, and product managers. Within each product group, there existed both test automation competencies and DevOps competencies to automate their tests and manage their software packages within the DevOps pipeline. Each product group had 1-6 products as either a big single product or smaller but related products. The company was developing web-based enterprise applications as well as mobile applications in Android and iOS environments. The leading software languages were Java, C#.net, C++, and Python. Even though different languages and technologies were being utilised, the company mainly focused on improving the quality of software and reducing security concerns related to software.

In 2018 and 2019, other attempts were made for quality- and security-related improvements. These trials were based on the yearly performance targets of the product groups. The targets were also added into the company’s yearly Balanced Score Card (BSC) [32]. In 2019, 4% of the BSC was reserved for software quality metrics, unit test coverage, and Rule Compliance Index (RCI), and another 4% of the BSC was dedicated for the security measurements, which will be detailed in the upcoming paragraphs. In 2018, a similar approach was utilised with only minor differences in percentages: 5% of the BSC for quality and 3% of the BSC for security. In these two years, the targets were defined as the improvement with respect to the baseline values taken at the beginning of the annual period. For each product group, the baseline values were taken specifically for that product group and the targets were defined as improvements in percentage, which were common for all product groups and company as a whole based on BSC.

In both years, the company reached the targets and had no concern with BSC. When the company examined the outcomes, two patterns emerged. First, if any product group reached its improvement target within the year, that group stopped improving further at that moment and shifted their focus and energy to their other annual targets, especially delivery deadlines. This trend limited the company-wide improvement of software quality and security. Second, product groups were allocating limited time periods for these improvements, mainly at the end of the year. In this way, although software was produced throughout the entire year, improvement was done only at the end of the year. The code base was traced for security and quality assurance, and any issues were fixed. Since such codes were already deployed into production earlier within the year, this backward code improvement operation called for new regression tests. Sometimes the developers resisted changing the code blocks that were running in the production environment. This meant that the software development habits remained unchanged. Therefore, alternative approaches were discussed to gain better software development habits within the company, and leaderboard-based gamification was chosen as the best alternative. The top management supported the idea by approving its application in the company. The leaderboard was organised as a web page, and the data were extracted from the quality and security tools that were integrated. The screenshot of the leaderboard page is shown in Figure 1, where the text and labels are in Turkish as the native language of the developers. In the screenshot, the upper left side panel lists the leader of the league with the quality score, security score and total league score. The upper right panel is listing the leader of the 1st league with the same scores. The bottom panel is listing all the teams with their scores and lines of code. The panels are shown empty for respecting privacy.
Figure 1. Leaderboard website (The upper left side panel is listing the leader of the ‘super league’ with the quality score, security score and total league score. The upper right panel is listing the leader of the 1st league with the same scores. The bottom panel is listing all the teams with their scores and lines of code.)

The main purpose of the leaderboard-based gamification was to improve the quality and security level of the software produced by the development teams. Additionally, permanent software development behaviour improvements were targeted by increasing the efficiency and effectiveness of the existing software teams in finding security vulnerabilities and developing non-vulnerable code, both individually and as teams. The secondary aim was to develop social aspects such as team belonging and cooperation, both by working and having fun. The development teams were working mainly in the two main offices on the European and Asian sides of Istanbul, and also in Ankara. They started the competition under COVID-19 pandemic restrictions, in which teams were working remotely most of the time.

There were two league seasons within the gamification intervention. The first season was between March and June 2020; the second one was between September and December 2020. In the first season, the main purpose was the elimination of the existing security vulnerabilities within the code blocks. The code base was traced regularly, and the detected security vulnerabilities were prioritised by a security analysis tool as high, medium and low according to their risk level based on the Open Web Application Security Project (OWASP) and reported in the pipeline dashboard [33]. The 19 product groups participated as separate teams in the leaderboard. The product groups were scored in accordance to how many high open vulnerabilities they had in their code base. The lowest number of high vulnerabilities meant leadership in the leaderboard. This motivated the development teams to solve primarily high-vulnerability issues. At the same time, the leaderboards were organised at two levels as in soccer leagues. The main purpose of the two levels is to motivate teams promoting to the super league if they achieve certain goals and keep their motivation to stay there. If you are promoted to the super league your competitors are much stronger. All the product groups started in the 1st league. If a product group could reduce the number of high vulnerabilities to fewer than 10, then they were promoted to the super league, in which the teams would be scored in accordance to how many high, as well as medium, open vulnerabilities they had in their code base. The threshold was set as 10 in line with the company goals since any single-digit value under this threshold is thought to be easier to process and more manageable. This is inline with the numerical cognition literature, which states that single-digit numbers are represented and processed distinctively [34]. At the same time, the company was targeting to decrease the number of high vulnerabilities below 200, which is almost decreasing the number of high vulnerabilities of each product group under 10. Since software development is a continuous task, at the end of each day, the code base was traced with Checkmarx™, which is a static code security analysis tool. The order
of the teams was announced to the company on Mondays for three months, after which period the winner product group was announced at the end of June and awarded with a trophy and a coupon certificate for the entire team. At the end of the first season, the overall numbers of high and medium vulnerabilities were reduced by 39.4% and 18.6%, respectively.

In the second season, the same 19 product groups participated in the leaderboard competition as separate teams. The code quality and the code security score were calculated for each product group, accounting for 60% and 40% of the final score, respectively. Code quality was measured as the internal quality of the software based on Sonarqube™, which was utilised for calculating the unit test coverage and the Rule Compliance Index (RCI). The security score was measured again by Checkmarx™ with a difference on the vulnerability density measurement per million lines of code this time. This rule set change was due to the difference in the team size and the Line of Codes (LoC) among the product groups. The second season of the leaderboard was organised at two leagues and similar to the first season. All the product groups started again in the 1st league where, if any product group could reduce the high vulnerabilities to under 10 and increase the unit test coverage to over 40%, it would be promoted to the super league. At this stage, all teams were set in the order of the score defined earlier. Once again, the 40% threshold for unit test coverage was set as it was deemed both achievable and compelling as a target. Once again, the order of the teams was announced to the company on Mondays. Since the focus was on code quality with higher contribution to the leaderboard score, the development teams tried harder to write more unit tests and fix more issues related to RCI. The winning product group was announced at the end of December and was awarded with a trophy. At the end of the second season, the overall unit test coverage and RCI at the company improved by 7.9% and 10.6%, respectively.

2.2 Method

Having two seasons allowed for better security and quality-related improvements than the yearly performance targets set for 2018 and 2019. The leaderboard gamification abandoned the previous patterns followed by teams; i.e., stopping working on quality when the targets were reached, and working on quality only at the end of the year. However, both long-term and implicit technical and sociopsychological impacts of the leaderboard on the individuals were left to be explored and formed the main research focus of this study: What were the qualitative characterizations, such as longevity of the new working patterns, benefits or impediments, of the technical improvements in code security and quality after the whole gamification experience had ended? (RQ1) And how were the developers affected by this experience in terms of socio psychological factors such as their motivation, engagement, sense of belonging, and communication within their teams? (RQ2).

Previous studies of gamification in software quality improvement observed increased motivation and engagement to perform quality related tasks, where motivation of developers is normally more geared towards feature development for the software to be developed [2]. However, some developers being frustrated by gamification mechanisms and yet some others resorting to deviant behaviour for increasing their points on leaderboards can also be found in the literature [10]. Some factors, such as team-related perceptions of participants as opposed to individual perceptions are also not well documented. Thus, Interpretative Phenomenological Analysis was chosen as the analysis method, to be able to factor out the experiential factors in the research questions above in a broader sense than the current literature. For that purpose, interviews were organised with the developers who had actively participated in the leaderboard gamification. The product group directors chose the candidate interviewees, hereafter referred to as “participants”. The choice of product group directors screening the pool of participants was based on the fact that the directors observed who actively participated in this gamification and contributed actively. The directors, then, asked the most active team members for their volunteership and only the ones who accepted the interviews were included into the study.
The participants were eight male employees between the ages of 30 and 38 listed in Table 1. They had various roles within the company as junior and senior software engineers, development team leads, and software architects. The development teams were cross-functional agile teams with different software product responsibilities such as bancassurance, credit card, and digital channels in banking. They had been producing their software in accordance with the Software Product Based Model [35]. Participants were from three different teams: Three from the winning team on the leaderboard, three from the team in second place, and two from the last team on the leaderboard. Before starting the interview process, ethical approval was obtained from the Atilim University’s Ethics Committee. The semi-structured interviews were conducted individually via the Zoom platform. All participants were current employees of the software company and the leaderboard was an in-house event, therefore we decided not to record the interviews to be able to provide a more comfortable environment to be able to have more open conversations and gather more quality data. First, third and fourth authors attended the interviews, the fourth author mainly conducted the interviews and first and third authors took notes and asked additional questions where necessary. They ensured full coverage of every detail and established a rich final transcript. The first and fourth authors are female and the second and third authors were male. The authors’ specialisations were varied: software engineering (first and second author), game studies (third author) and social psychology, specifically interpretative phenomenological analysis (fourth author). The second author was working in the same company as Director of Strategy and Product Management, so in each interview, he initiated the contact, provided the initial study information but did not attend the interviews. The interviewer provided information about the basic aims of the study, introduced the researchers and any questions from the participants before starting the interviews. The participants provided verbal consent at the beginning of the interviews, which lasted 40 to 65 minutes. (The tentative interview schedule including the semi-structured interview questions are provided in the Appendix). In this way, the leaderboard experiences of the participants were explored in full and comprehensively.

### Table 1
**The participants and demographics**

<table>
<thead>
<tr>
<th>Pseudonym</th>
<th>Age</th>
<th>Job Title</th>
<th>Seniority</th>
<th>Team</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sinan</td>
<td>38</td>
<td>Software Architect</td>
<td>Senior</td>
<td>Credit Card</td>
</tr>
<tr>
<td>Yavuz</td>
<td>33</td>
<td>Senior Software Developer</td>
<td>Mid</td>
<td>Credit Card</td>
</tr>
<tr>
<td>Harun</td>
<td>30</td>
<td>Junior Software Developer</td>
<td>Junior</td>
<td>Credit Card</td>
</tr>
<tr>
<td>Ayhan</td>
<td>38</td>
<td>Development Team Lead</td>
<td>Senior</td>
<td>Digital Channels</td>
</tr>
<tr>
<td>Berk</td>
<td>33</td>
<td>Senior Software Developer</td>
<td>Mid</td>
<td>Digital Channels</td>
</tr>
<tr>
<td>Kaan</td>
<td>38</td>
<td>Development Team Lead</td>
<td>Senior</td>
<td>Bancassurance</td>
</tr>
<tr>
<td>Tekin</td>
<td>32</td>
<td>Senior Software Developer</td>
<td>Mid</td>
<td>Bancassurance</td>
</tr>
<tr>
<td>Mete</td>
<td>34</td>
<td>Senior Software Developer</td>
<td>Mid</td>
<td>Bancassurance</td>
</tr>
</tbody>
</table>

The data was examined using Interpretative Phenomenological Analysis (IPA), which is regarded as a suitable instrument to shed light on individuals’ personal and social worlds [3]. This method deals with participants’ personally lived experiences and how they make sense of them. The phenomenological element in IPA aims to “give voice” to the participants, while the interpretative one aims to “make sense” of these accounts [36]. It is a double process with the participant and researcher facets, comprising an interpretation process where the participants try to
perceive the world and the researcher attempts to comprehend the participants’ world. The superordinate and subthemes were decided by the researchers based on the emergent themes that arise through interviews [37]. IPA methodology favours depth over breadth [38]. The emergent themes from interviews were connected in order to reveal the superordinate and subthemes [37]. IPA was originally designed for health psychology research and contributed to the field fruitfully [39]; however, it is also applied to various subject matters including, but not limited to, game addiction [40], problem-based learning in computer engineering education [41], online learning [42], [43] or older adults and technology use [44]. It should be also stated that IPA favours small and homogeneous samples, and special attention is paid to the convergences and divergences of the data [3], [37]. It has also been stated that large sample sizes might be problematic for an IPA study since in-depth analysis is not that possible with larger samples [45]. Therefore an in-depth analysis of a specific experience by eight demographically similar participants was regarded as an appropriate ground for this qualitative methodology. Smith and Osborn [37] stated that doing IPA is inherently flexible, offering relative freedom to researchers in choosing their approaches. Concerning the present research, what we did, as a group of interdisciplinary researchers, was fairly simple; all read the transcripts a number of times and decided on the emergent themes. Then, these emergent themes we discussed and superordinate and subordinate themes were determined, mainly based upon frequency. In the third phase, we matched the most representative transcript excerpts with the themes. Fourth and final, we wrote the results section with the appropriate order of superordinate and subordinate themes and relevant narratives. In addition to the IPA guidelines [3] we also follow the criteria for reporting qualitative research (COREQ) checklist [46], where it fits with the IPA principles. In what follows, we discuss the results.

3. Results

In the IPA, the results are presented without comments, with relevant themes and exemplary comments that best support the theme from the transcripts. The quotes that were presented in this paper were selected based on similarities and differences among the participants. To ease the analysis, the excerpts were listed as separate from the interpretations. The discussion on the themes in their entirety appears in the next section. The interviews and the analysis were conducted in Turkish, and the resulting themes and quotes were translated into English. Any notes by the authors are presented in square brackets, and the participants are referred to by pseudonyms to protect anonymity. The analysis led to the identification of six superordinate themes, with two themes linking further to two subordinate themes. The superordinate and subordinate themes are provided in Figure 2.
Figure 2. Superordinate and subordinate themes map

The first superordinate theme was entitled by the authors, as “Is this leaderboard process necessary? Reactions”, with the following quotes from the participants:

We thought that we would not attend this game. We found it funny and unnecessary basically. However, then, we went for it since we thought that it would not be a good idea if we end up at the bottom of the list. Our job is writing codes, being useful…. and there was a reward, so we started immediately (Sinan, 38, Credit Card Team, Software Architect).

We became excited about the process. Competition and reward. These are the issues, which increased the motivation. We worked as a team; teamwork motivated us (Yavuz, 33, Credit Card Team, Senior Software Engineer).

We got the last place, but we were the team that solved the most vulnerabilities. I thought that this process is positive and beneficial. I informed my colleagues. It produced a kind of awareness (Ayhan, 38, Digital Channels Team, Development Team Lead).

These programs have been up and running and in use for many years. In fact, these legacy applications need more care in terms of vulnerabilities since they are programs of 10-15 years of age. Someone did something, and other works were built up on that. (Berk, 33, Digital Channels Team, Senior Software Engineer).

The participants described “The process: Like playing a game”:

There were slippery issues; it became fun and turned into a competition environment, a game environment, and we socialised. We did so when we included [in the gamification intervention] people who normally socialise by playing World of Warcraft, by going to Kadikoy [a popular district in Istanbul, Turkey] to buy equipment, or by participating in a competition. We wore our athletic uniforms [used as a metaphor]; we actually became like competitive sportsmen (Sinan, 38, Credit Card Team, Software Architect).

The vulnerability sequences were like a game. I was not really focusing on the leaderboard, but it was like playing a game. It was a funny and pleasant experience (Berk, 33, Digital Channels Team, Senior Software Engineer).
Since there was a reward, it became enjoyable. We did not feel like we were working (Tekin, 32, Bancassurance Team, Senior Software Engineer).

Within that period, we were having fun; there was a reward, but we were not paying much attention to it. We could not win it, but it is not a big deal (Kaan, 38, Bancassurance Team, Development Team Lead).

The technical benefits were referred to as “The benefits of the leaderboard on the whole Software Development Life Cycle process and code development practices” for instance:

Our awareness has increased; big issues can be prevented with small measures, and 999 out of 1000 vulnerabilities can be easily resolved (Sinan, 38, Credit Card Team, Software Architect).

Both using new technologies and doing development and algorithm design studies in parallel were very beneficial in terms of creativity (Harun, 30, Credit Card Team, Junior Software Engineer).

The subtheme of the benefits superordinate theme was “Code quality improvement”:

The results included unit testing and authentication methods in integration. It brought us the idea of unit testing. Authentication allowed us to figure out which ones are more suitable for us. It enabled us to apply these in parts outside the leaderboard. I think we can write much faster and with higher quality [now] (Yavuz, 33, Credit Card Team, Senior Software Engineer).

We separated the layers of our project. We properly interpreted the technical faults of each. We set our responsibilities. We found technical bugs and coded each layer to handle the bug (Harun, 30, Credit Card Team, Junior Software Engineer).

There are many junior developers. There was no code review. Together with the leaderboard, the junior software engineers received their training; their way of writing code has changed (Mete, 34, Bancassurance Team, Senior Software Engineer).

One other subtheme was “Code vulnerability elimination for security”:

We tried to get rid of the spaghetti code (Yavuz, 33, Credit Card Team, Senior Software Engineer).

Somewhat, we started from easy to hard with quick gains, retiring parts of the closed code and making a gain in code percentage. We deleted the closed unused code to eliminate vulnerability (Ayhan, 38, Digital Channels Team, Development Team Lead).

Dividing it step by step and according to the kinds of vulnerabilities, [we found] 30 kinds of vulnerabilities. We separated them according to the type of recurring. We went from the highest to the lowest and remained with only one vulnerability in the end (Mete, 34, Bancassurance Team, Senior Software Engineer).

We saw that a code used with copy-and-paste is harmful and can be circumvented. We realised that there were code blocks that could be manipulated. We shared it with the team (Berk, 33, Digital Channels Team, Senior Software Engineer).

One other superordinate theme was titled “Becoming a team”:
Two teams competed fiercely; there was a serious competition in the final few weeks. We did not want to give up now, that we were almost there. After winning, there was a sense of happiness with our friends [team members] (Kaan, 38, Bancassurance Team, Development Team Lead).

We were like a different company within the company; we did not have much information about the general company aims; working together with other teams had a positive effect on company culture; we gained common goals; we thought we could talk and inquire about things with them. We realised that all teams work together, and that all are visible [in the eyes of the company managers] (Sinan, 38, Credit Card Team, Software Architect).

Feedback was provided as part of possible “Upgrades to the implemented gamification system”:

[...] In terms of the codebase coverage, prizes should also be given for testing, for example. When incidents happen in tight schedules, with current problem notifications, one can skip the code security or quality issues, I would ensure that this does not happen (Harun, 30, Credit Card Team, Junior Software Engineer).

I would support the idea that more teams be given some varied [interim] prizes so that some awards are distributed in three-month periods rather than [at the end of] one long marathon; that would encourage more participation. If not, those teams who are in the middle in the leaderboard may not bother [give up half-way] (Ayhan, 38, Digital Channels Team, Development Team Lead).

The suggestions from the Checkmarx report were 5000 pages - too long. The solution suggestions were not always correct (Mete, 34, Bancassurance Team, Senior Software Engineer).

The feedback and leaderboard announcement periods [of the intervention organisation team] were sometimes long, and that affected our team negatively (Tekin, 32, Bancassurance Team, Senior Software Engineer).

There are some “Pitfalls of gamification” which appear as two relevant subthemes. “Goal achievability and transparency” was one of the subthemes:

The goal for unit test coverage was set at percentages that were unattainable (Kaan, 38, Bancassurance Team, Development Team Lead).

The goal is 40%, but we are not given the reason; and why are we aiming for 80%? I was hearing the why’s through the grapevine [company gossip] even though I am a lead (Kaan, 38, Bancassurance Team, Development Team Lead).

The impact on the workload, the other subtheme of “Pitfalls of gamification” is “Complaining about the workload”, is shown in the following quotes:

We had delivery deadlines. We tried to finish the daily workloads. We did not have much time to write secure codes. The effects of the rewards will be short-lived. If I had that authority, I would design teamwork [activities] for [increased] awareness. I would include the managers in the process (Kaan, 38, Bancassurance Team, Development Team Lead).

I wish that the leaderboard process would continue, but it came with a workload (Mete, 34, Bancassurance Team, Senior Software Engineer).

The leaderboard did not match with the workload. The plans should be buffered. Those who do 9 units of work should be able to plan so that they can allocate 1 extra unit for the
team to the league. That should become the company’s approach (Tekin, 32, Bancassurance Team, Senior Software Engineer).

It should be a part of the workload. When it was overtime, it became a complete burden and I could not be productive at all. We came up with beneficial outcomes for the customers, and we shared them with the other teams. However, we need to adapt the process [code security processes] to our lives; it should not be a part of an assignment (Berk, 33, Digital Channels Team, Senior Software Engineer).

4. Discussion and Threats to Validity

The themes were grouped and analysed with respect to all transcripts, followed by the specific conditions and limitations pertaining to the study that might have acted as threats to the validity, along with the mitigations made, where possible.

4.1 Analysis of the Themes

As seen in the previous section, six superordinate themes and four subthemes emerged from our analysis. The first superordinate theme was about the necessity in the first place, namely “Is this leaderboard necessary?” This suggests that not everyone might be on board with gamification applications in software companies. Our data showed that some participants might not take the activities seriously or might think that it inhibits regular duties. A study showed that 66% of the population in the U.S. played games in 2018 [47]. Concerning Turkey, the rate for 2021 was 50% according to the Turkish Gaming Market Report [48]. Despite an annual increase in these figures, a considerable part of the Turkish population may not be habitual gamers. Thus, it is possible to claim that there are some software developers who do not engage in playing games and, by extension, may not enjoy such gamified approaches. Moreover, this finding might also stem from daily gamers as well when gamification is applied with a “blanket approach”. Games are voluntary activities and they are usually fun when people engage in them voluntarily and not by force. Therefore, coercive participation, regardless of the prior gaming experience of the employee, can be a negative or unnecessary experience [49].

The second superordinate theme was that some participants thought the process was just “like playing a game”. Contrary to the first theme, several participants found the application interesting and engaging, as opposed to a routine daily task at work. As expected, the main recurring concept was rivalry. The participants’ comments hinted that this type of competition increases motivation, work delivery speed, and sometimes happiness through socialisation and sportsmanship.

The third superordinate theme was found to be about the “benefits of the leaderboard”. Some participants stated that they think the leaderboard approach is useful without stating explicit reasons. Some others thought that this approach was useful because they resolved vulnerabilities and code smells in the software much faster, developing strategies on how to best approach such reduction at a reasonable velocity. The gamification intervention also contributed to the renovation projects of the legacy code which were assumed to be functional just because the code was working, and made better use of some additional beneficial tools such as static analysis or authentication tools more frequently. The gamification system helped with the employees’ personal development as well. Under this theme, one of the frequent mentions was about the leaderboard intervention significantly increasing awareness throughout the company. In addition to increased awareness around code vulnerability (e.g., unit tests) and quality code (e.g., code review), there were also ad hoc process improvements such as becoming more conscious about design patterns, peer review approvals, and developing portable and generic code writing habits. The benefits of the leaderboard theme can be taken as a superordinate theme to both code quality improvement and code vulnerability elimination. Overall, this theme was in line with other research findings, where
leaderboard approaches have been shown to increase engagement, high-quality code, and code readability [50], [51].

“Becoming a team” was the fourth superordinate theme. Although there was ongoing competition on a leaderboard, since the competitors were teams and not individuals, the leaderboard approach brought team members together to work towards a common goal by increasing interaction in a team and boosting collective motivation. The leaderboard approach worked similar to previous research, which showed the efficacy of inter-team competition [18]. This kind of competition had the “unifying” effect where participants felt they shared a common ground in the team and a way to update their knowledge collectively. Additionally, some participants stated that the relationships among the teams were also positively affected. Lastly, the results also suggested that the leaderboard approach can be used to enhance corporate identity.

The participants also recommended some upgrades to the implemented gamification system. One of the main requests was to make it a more holistic approach, including creating a comprehensive game world and lore, a dedicated website, avatars with customization options, and more rewards in numbers (e.g., interim awards) that should be both perceived as achievable and appreciated as a team (e.g., a sponsored dinner with team members and their companions). Another request was to have reports generated by technical tools bearing more beneficial feedback, as well as more instant feedback from the gamified system (e.g., the changes made should be updated in the leaderboard immediately). Such results have been observed for other population samples taking part in gamification-based interventions; for example, a study of the use of gamification-based interventions for dyslexic children had expert evaluation results in line with our specific findings, namely, having a comprehensive game world with varied interim prizes [52]. Although these were some requests from the participants, they still need to be tested empirically and examined how they can be integrated effectively in industrial software development settings.

Lastly, the “pitfalls of gamification” emerged as a superordinate theme, including “goal achievability and transparency” and “complaining about the workload” as subthemes. One of the problems mentioned by the participants was about the achievability of goals. When the employees do not perceive the goals set by the system as achievable, the motivation to participate in the gamified system tends to decline. This is in line with the idea that leaderboards can sometimes create undesired competition, especially among low-performing and/or lowly confident players and teams [53]. This should be remedied by creating achievable goals. Another concern was about the transparency of goals. If the goals are not clear, or if it is not clear why they are set as they are, the motivation towards participation also tends to drop, which our data supports as well. Another common concern was about the gamification approach increasing the workload if the system is not regulated well by the upper management. Gamification implementers in companies should be mindful about the fact that newly introduced gamification approaches may unintentionedly force the employees to work more than their regular hours. Therefore, gamification designers should make sure that such activities take place in the regular working hours. Last but not least, the fairness of the system is of utmost importance, since if employees feel that the metrics are designed in such a way that the system induces feelings of injustice, the gamification approach can inhibit the achievement of the desired outcomes rather than facilitate them. In summary, the psychological aspects of the chosen gamification techniques should be carefully examined and implemented [54].

Comparing previous studies of gamification in software engineering, especially in software quality improvement, we can say that our results do corroborate previous findings such as increased playfulness and motivation in participants to achieve quality goals as well as unwillingness of some developers on engaging at the intervention for reasons explained above; some themes, on the other hand, especially at team level such as improvements in team identity and recognition and dealing with the extra workload within the team, and suggestions for organisation of prizes and feedback, had finer details that were not observed in detail or not at all in previous studies [1], [8]-[12],[16], [20], [22].
4.2 Case-specific Circumstances of the Study and Possible Threats to Validity

The leaderboard-style gamification was designed before 2020; it was announced and commenced in early March 2020. Just a few days after the start, on March 11th, the first COVID-19 case was reported within the country [55]. The company shifted to remote working a week after this announcement. Between April and June, the company was working remotely. Besides that, during the same period, there were nationwide restrictions and shutdown measures. The software development teams were working remotely and using collaboration tools, mainly Zoom™. This sudden transition might have had certain effects on the leaderboard experience and the results. However, there was no control group to check for any possible variations among different teams.

Therefore, the entire leaderboard gamification was realised under remote-working conditions. The development teams were responsible for the entire code base of their products. That means, either old or new, all code blocks had to be traced with the Sonarqube™ and Checkmarx™, and the teams were responsible for fixing the vulnerabilities and adding unit tests to all of their code bases. Some code blocks were old, but they had still been up-and-running and categorised as legacy. Within the development teams, the conditions could be such that there were no developers available on some teams who could be considered experienced in terms of handling old code blocks. Therefore, changing or handling a legacy code block in any way could carry the risk of destroying it entirely. Additionally, such legacy code blocks did not exist on an even basis within the product groups; they only appeared randomly in accordance to each product’s age.

Another issue was that the size of the teams was not the same within the company, and the product groups included 2-7 development teams and 15-70 individuals in all. Similarly, the code sizes were not the same. Therefore, the difference between the team size and the Line of Codes (LoC) among the product groups might have had some effects on the results.

Next, both seasons of the leaderboard were held during 2020. In that period, the company-wide turnover ratio was 8.17%, which is far lower than the information technology industry average rate of 18.3% [56]. This turnover may have had certain effects on the overall gamification experience. However, there was no control group without any turnover to compare with during that period. The above-mentioned factors, as far as the gamification process itself is concerned, may have affected the empirical design of the intervention, and thus, the phenomenological experiences of the participants. Additionally, our sample happened to be consisting of only males and all were in their thirties, which might have affected the reported experiences. Future studies might consider a more diverse set of participants.

In addition, several issues arise from the evaluation itself. To start with, our participants were not randomly sampled as they had been selected according to their availability at the time of the data collection, and only the ones who consented to contribute were invited. Apart from this, the study took place during the COVID-19 pandemic as explained earlier, which might have also affected some participants’ perceptions and responses during the interviews. These two points might additionally limit the generalizability of the findings. Lastly, although each of the four authors separately examined the data and applied the coding procedures, and eventually determined the final themes together, it might still be possible to come up with slightly different interpretations of the data.

5. Conclusions

In this study, we qualitatively analysed the transcripts of eight interviews with participants of a team-based, and leaderboard-style gamification intervention at a large-scale software house for banking and finance, using the IPA methodology. There were two key research questions: The technical effect of intervention on software quality, particularly from a security point of view (RQ1), and the socio psychological impacts on the individuals and their teams (RQ2).
The analysis in our evaluations for RQ1 showed that, as opposed to the problems of having code security and quality improvement in performance cards, gamification processes brought changes in awareness and behaviour, both at the individual and team level. These changes were noted by many of the participants themselves although their teams finished in different positions on the final leaderboard. Writing unit tests, code reviews, cross checks, and using better design patterns were some of such changes. Better-organised teams put emphasis on voluntary participation, taking action by incorporating the investigation of vulnerabilities into their existing agile cycles. Some individuals were annoyed by the conflicts brought about by the extra workload in addition to their delivery schedule; one participant even stated whether the code security and quality culture could be enhanced without resorting to gamification at all.

However, the socio psychological impacts cited (RQ2) were generally positive, with improved intra-team and inter-team communication and motivation. The participants actively sought help from other teams or experts to overcome the vulnerabilities or code quality compliance issues, while enjoying the process in the meantime. The recognition brought about by the leadership board, including the motivation not to finish last, seemed to have given a boost to job engagement and satisfaction, and helped to build a company culture, which might have been harder to maintain and enhance in the COVID-19 period. Game goals were improved for fairness in the second run of the gamification intervention with respect to the size of the code base. The perception of the reachability and fairness of the game goals were evaluated to be important, in addition to timely and digestible feedback in weekly runs. Possible rewards, such as team dinners or technical courses for everyone in the team, as well as more spontaneous game elements during the intervention were suggested by the participants for longer and more active participation of teams.

To the best of our knowledge, IPA has been used for the first time in analysing the experiences of software engineering teams in gamification within an industrial setting. Relatively experiential nature of a small sample of participants (up to 10) is evaluated to be a good starting point for an empirical qualitative evaluation study with a broader focus on various effects on participants as individuals and as team members than available in the literature. Recent studies in gamification in software engineering including those in software quality improvement, mostly concentrate on gamification framework design and less so on experiential evaluation, where evaluation being mostly limited to set of performance outcomes or more common socio psychological expectations from gamification interventions such as positive impact on individual motivation [2], [10], [11], [20]. The authors of this paper have different backgrounds with different levels of experience on qualitative analysis methods and technical aspects of improving software quality. However, such an interdisciplinary mixture positively contributed to the whole process, from its inception and interview preparation to the analysis sessions. Further in-depth qualitative studies on industrial gamification interventions for software quality can complement and extend the current study, such as the use of a multi-phased thematic method (e.g. Grounded Theory) [57].
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